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Promise.all()用法：多个接口全部返回值后再进行下一步操作

Promise.all([a(),b()]).then(res=>{

console.log(res)})

最近项目中有个问题 需要同时返回a和b接口的返回值再做下一步 并且要对不同的返回值做不同的处理 这就需要区分res的返回值中究竟是否有返回顺序

zsgroupMemberApply(qs.stringify({ checkResult: 0 }) ).then(res=>{

console.log('A')

})

zjgroupMemberApply(qs.stringify({ checkResult: 0 }) ).then(res=>{

console.log('B')

})

Promise.all([

zsgroupMemberApply(qs.stringify({ checkResult: 0 })),

zjgroupMemberApply(qs.stringify({ checkResult: 0 })),

]).then((res) => {

console.log(res)

var list1=res[0].data.data.list;

var list2=res[1].data.data.list;

for(var i=0;i<list1.length;i++){

list1[i].f\_type='zs'

}

for(var j=0;j<list2.length;j++){

list2[j].f\_type='zj'

}

this.list =list1.concat(list2);

});

打印结果
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**由此可见 Promise.all()里面接口的执行顺序是按接口的并行执行来的 但是返回值依然是按照其接口的代码的先后顺序来的**
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# **await 与 Promise.all 结合使用**
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当遇到多个可以同时执行的异步任务时，就需要使用 Promise.all。

Promise.all 方法用于将多个 Promise 实例，包装成一个新的 Promise 实例。

const p = Promise.all([p1, p2, p3])

Promise.all 方法接受一个数组作为参数，p1、p2、p3 都是 Promise 实例，如果不是，就会先调用 Promise.resolve 方法，将参数转为 Promise 实例，再进一步处理。（Promise.all 方法的参数可以不是数组，但必须具有 Iterator 接口，且返回的每个成员都是 Promise 实例。）

而 async/await 本身就是 promise 的语法糖，因此可以与 Promise.all 结合使用：

const p1 = async () => {}const p2 = async () => {}const p3 = async () => {}

const [result1, result2, result3] = await Promise.all([p1, p2, p3])

console.log(result1)

console.log(result2)

console.log(result3)